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One major challenge in software industry is to cope with increasingly complex products and 
development processes. Nowadays, products are composed not only of hardware but also of 
software. The process of assembling such complex products can be supported by configuration 
mechanisms. The approach presented in this article combines mechanisms from structure-
based configuration, which is well known in the AI community, with the software product line 
approach used in software engineering to expand the reuse of software. The aim of our 
approach is to enhance the capabilities of reusing components shared by different but similar 
products. Features are used for selecting the desired functionality and serve as a starting point 
for the product derivation process. The main objective is to manage the complexity of the 
derivation process, i.e. to guarantee completeness and correctness of the solution and to make 
sure that dependencies between artefacts are respected. 

1 Introduction 
In software industry, there are two contrary trends. On the one hand, software systems 
(must) become larger and of a higher quality because of increasing customer requirements 
and more complex system functionality. On the other hand, there is a need for reducing costs 
and shortening time-to-market in order to stay competitive.  
Often the software cannot be addressed separate from the hardware environment it is 
embedded in – resulting in software-intensive systems. In this paper Car Periphery 
Supervision (CPS) systems that monitor the environment of a car are used for illustration 
purposes (see Section 2.1). The growing complexity and variability of technical systems 
replaces the development of single software products with the development of product 
families. Product families are used to describe variability and commonalities of different but 
similar products and enable high level software reuse, especially through the product line 
approach [Bosch 2000] (see Section 3.1). The goal of the ConIPF project (Configuration in 
Industrial Product Families) is to support and realise product development with methods from 
structure-based configuration (see Section 3.2). In Section 4 we focus on some major issues 
discovered in configuring software-intensive systems by describing requirements and their 
solutions. 
ConIPF is a three year project that is supported by the EU under the grant IST-2001-34438. 
Four partners (two industrial and two university partners) are participating in the research 
work: Robert Bosch GmbH, Thales Naval Nederland, the University of Hamburg and the 
University of Groningen. In this paper we describe an intermediate result of the project and 
present research topics that are of interest to the University of Hamburg. 

2 Aspects of Application Domains 
In an analysis and characterization phase of the project several domains in the area of 
vehicle development were examined. As an example in this paper the CPS domain is 
presented (Section 2.1). From this analysis major distinctions between configuration of 
hardware and software components are identified (Section 2.2). 

2.1 The CPS Domain 
Car Periphery Supervision (CPS) systems monitor the local environment of a car. CPS 
systems comprise a family of automotive systems that are based on sensors installed around 
a vehicle. The recording and evaluation of sensor data enables different kinds of 
applications. These can be grouped into safety-related applications like pre-crash detection 
and comfort-related applications like parking assistance [Thiel et al. 2001]. 
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Figure 11 shows the ranges of different sensor types that can be mounted on a vehicle. 
Different applications need different kinds of sensor data. For instance, while for parking 
assistance the range of 2.5 meters surveyed by using ultrasonic sensors is sufficient and 
also gives higher accuracy in that range, for pre-crash detection a longer distance has to be 
monitored and short range radar is required. 
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Domain engineering and application engineering do not describe chronological tasks, but the 
distinction between developing a product line and developing products using the product line. 
The product derivation process is currently realised by communication facilities between 
participating humans and standardised documents in order to capture customer 
requirements or to define system specifications, and to realise change management. 
However, a general methodology for realising or supporting application engineering does not 
exist [Hein et al. 2003]. Therefore, it is a common to use previously developed products or 
platforms by a “copy and modify approach” to suit current customer needs. In large domains, 
however not every developer knows all existing code fragments and chooses from 
components known to him. This is rather error-prone in the sense that functionality is 
implemented anew where reuse would have been possible or incompatibilities between code 
fragments may not be detected leading to incorrect solutions. 
One ConIPF goal is to fill this methodology gap and to support this process with mechanisms 
of structure-based configuration. 

3.2 Structure-based Configuration 
Configuration is a well known approach to supporting the composition of products from 
several parts. The configuration of technical systems is one of the most successful 
application areas of knowledge-based systems [Günter and Kühn 1999]. Basic modelling 
facilities enable the differentiation between three kinds of knowledge:  

• 

• 

• 

                                                

Conceptual knowledge includes concepts, taxonomic and compositional relations as 
well as restrictions between arbitrary concepts (constraints). 

Procedural knowledge declaratively describes the configuration process. 

A task specification specifies properties and constraints that a product must fulfil. 

The configuration itself is performed in an incremental approach, where each step represents 
a configuration decision and after each step a global mechanism can optionally be applied 
for testing, simulating or checking with constraint techniques [Günter 1995, Hotz et al. 2003]. 
Global in this case means that the entire configuration is examined. Conflicts2 that are 
detected e.g. during the use of such global mechanisms are handled by conflict resolution 
mechanisms. However, applying configuration methods to software systems is in an early 
stage (see e.g. [Soininen et al. 1998]). 

4 The ConIPF Approach 
The main objective of the ConIPF project is to define and validate a methodology for 
knowledge-based product derivation of software-intensive systems that are based on a 
product family. Because of the large amount of variability in product families, the task of 
product derivation is time consuming and error-prone. By using structure-based configuration 
mechanisms, it is possible to model all assets developed during domain engineering and 
their relations in order to support the product derivation process. This is described in Section 
4.1. Furthermore, integration of product configuration and product realisation in one process 
is introduced in Section 4.2. Because software is easily modified and therefore constantly 
changing, the aspect of evolution is of special interest and will be discussed in Section 4.3. 
When applying knowledge-based configuration to software-intensive systems, existing 
development environments have to be considered. To implement the methodology in an 
organization the methodology has to be tailored to the existing requirements. Furthermore, 
formal underpinning of the methodology for syntax and semantics (e.g. by applying 
description logics, compare [Möller et al. 1997]) is planned. These last two subjects are also 
research topics considered at the University of Hamburg but they are not further addressed 
in this article. 

 
2 A conflict is defined as a situation where the decisions made by the user, their logical impacts (e.g. computed 
by global mechanisms) and the configuration model are not consistent. 
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4.1 Consistency, Completeness, Correctness 
Following manual processes like “copying and modifying” source code for similar products, 
the generated solutions can easily be inconsistent, e.g. the selected components do not fit 
because their interfaces do not match. Moreover, solutions can be incomplete, i.e. necessary 
components are missing in the product or solutions can be incorrect, i.e. components are 
included in the product but do not realise the needed functionality. Using structure-based 
configuration mechanisms provides support for such problems. When using models perfectly 
reflecting the product family and complete or partial mappings between features and 
artefacts, products are derived whose properties are consistent, complete and correct. Thus, 
it is ensured that the configured product is consistent, complete and correct with respect to 
the model.  
Construction of a model that correctly reflects the product line is simplified by the following 
aspects:  

• Because of using a product line, the underlying components are already implemented 
for reuse, which simplifies the formalization of variability and commonalities in a 
configuration model. In a more monolithically implementation the variability is more 
implicit and thus, more difficult to model.  

• Methods like testing or verification are directly related to the product line, because 
they use the components, thus reflect the real world. Because methods like testing or 
verification are included in the ConIPF approach by means of global mechanisms the 
configuration model is checked during the product derivation process against the 
existing product line implementation. 

In order to obtain models reflecting the product family there is a need to model all reusable 
assets in the product family. The first step is to describe the different kinds of assets that 
should be assembled during configuration and the relations between these assets. Assets 
under consideration are features, architecture, software and hardware components as well 
as their parameters and relations to other assets (e.g. requires, excludes, realises, etc.). 
Regarding software-intensive systems there are several levels of abstraction that need to be 
modelled for different tasks like features for modelling product capabilities, architectures on a 
high level and system functionality on a lower level. Furthermore, for software-intensive 
systems, hardware and relations between software and its hardware environment are also 
important in order to assemble a complete and consistent product. 
In ConIPF, structure-based configuration and constraints are used to model and then 
configure CPS systems and software-intensive systems in general. Therefore, a domain-
independent language is developed and used. Its modelling facilities are general enough to 
model and process the above described aspects of software-intensive systems. 

4.2 Knowledge-based Product Derivation Process 
The result of an application engineering process and software development in general is a 
concrete software artefact (i.e. a product) whereas configuration creates an abstract 
description of a product. In contrast to hardware domains, it is possible for software to realise 
the product within the derivation process (e.g. to compile source code, to calibrate the 
product, etc.). Therefore two processes are involved in knowledge-based product derivation: 
configuration and realisation. Since these two processes are dependent on each other they 
need to be synchronized.  
The knowledge-based product derivation process defined in ConIPF addresses the entire 
development process. Thus, selecting features, architecture and hardware and software 
components are part of the derivation process just like the realisation of the software itself. 
Integration of configuration and realisation means for instance that code is generated and 
compiled during the configuration process. Code generation and code compilation can be 
initiated by means of global mechanisms (see Section 3.2). The point in the derivation 
process when compilation should be initiated is defined by procedural knowledge. This 
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ensures that it is not possible to start the compilation before all relevant configuration 
decisions have been made.  
As described in Section 4.1, it is possible to guarantee a consistent and complete product 
using structure-based configuration. However, it is very important to document how e.g. a 
feature is realised and which components (e.g. sensors or software modules) are used for 
this because the application engineer then can comprehend the relation between customer 
requirements and the specific parts of the solution.  
In structure-based configuration features and their interrelations, the structure of possible 
products and the mapping between features and products are defined in the configuration 
model. Therefore the relations between features and system components during the 
derivation process as well as for the solution can be documented. 
Although the configuration process always leads to a consistent solution during the process 
there can be inconsistent partial solutions called conflicts. This can happen when e.g. the 
user selects certain features or components that cannot be combined. A conflict also occurs 
when a global mechanism recognizes an incompatibility, e.g. when the compilation cannot be 
executed successfully. To cope with such situations a history of all user decisions and the 
computed impacts is necessary to be able to select decisions that can be backtracked or 
modified for resolving this conflict. Because structure-based configuration uses an 
incremental configuration approach, all decisions and their chronological order are known 
and can be used to resolve conflicts. 
It is possible that a conflict cannot be resolved - i.e. no correct solution can be generated for 
the customer requirements and the given configuration model. In such a situation evolution 
comes into play. This means, existing assets (and their corresponding description in the 
configuration model) are modified during the derivation process. 

4.3 Evolution 
All kinds of configurable assets are subject to evolution – including features, software and 
hardware components. For extending the configuration model, knowledge about the newest 
and / or all versions of the corresponding components is necessary.  
In traditional application areas of knowledge-based systems (i.e. technical domains like 
aircrafts, drive systems, etc.), development and manufacturing of components is final. This 
means, all components are present, but have to be selected and parameterized by 
processing the configuration model. Due to easily changeable artefacts in the software 
domain a different situation exists. During the product derivation process, even when existing 
software artefacts are reused, modifications on those artefacts are often needed [Krebs et al. 
2002]. The configuration model describes all members of a product family that can be 
derived using knowledge-based configuration techniques. Thus, the configuration model 
describes admissible configurations. This can be extended by anticipating future evolution to 
a certain extent e.g. by modelling planned features [Hein et al. 2001]. But eventually there 
are unpredicted requirements (like bug fixes) or other situations where evolution planning is 
not practical. 
Evolution during domain engineering is the task of extending the configuration model, i.e. 
modelling new variants and versions of components or modifying existing ones. Methods of 
knowledge acquisition are sufficient for this task. During application engineering, the model is 
usually fixed for structure-based configuration techniques. This means possibilities for 
dynamically modifying the configuration model have to be taken into account to cope with 
new functionality during product derivation. Generating solutions that lie outside the modelled 
solution space is addressed in innovative configuration [Günter 1995]. 
The configuration model can be used for supporting evolution. It reflects all existing 
components and their dependencies. Thus, the impacts of a component modification or an 
addition of a component of a specific type can be computed by examining the configuration 
model. E.g. a component with fewer relations to other components can be evolved more 
easily than a component with more dependencies to others [Krebs et al. 2003]. 
Knowledge acquisition is the central aspect for modelling new concept descriptions as well 
as modifying existing concepts. So far, knowledge acquisition has only been taken into 
account for building a fixed configuration model. The same acquisition techniques can also 
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be applied to identifying and modelling new concept definitions or modifying existing concept 
definitions. With these tasks, a special emphasis has to be put on consistency because 
changes to the model can have impacts on the currently developed partial configuration. 

5 Outlook 
The newly developed methodology will be applied in experiments at both industrial partners. 
Data will be collected during those experiments and assessed. Topics of assessment are 
appropriateness of the knowledge representation, tools and the derivation process as well as 
improvements in the process compared to previous approaches and accommodation of 
reuse, adaptation and evolution strategies. 
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